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1 EXP3 algorithm

1.1 Recap: Standard EXP3 (adversarial bandits)

The EXP3 (Exponential-weight for Exploration and Exploitation) algorithm addresses adversarial
multi-armed bandits. Suppose there are n actions and at each round ¢t = 1, ..., 7 the learner picks
an action 7, and incurs a loss ¢‘(i;) € [0, 1] assigned by an adversary. The algorithm is shown in
Algorithm [I]

Algorithm 1 Old School EXP3 Algorithm

1: Input: Number of experts n, number of rounds 7°, exploration parameter y
2: Initialize: w] = 1 for all i € [n]

3: Set learning rate n = y/n

4: fort=1,...,Tdo

5: Form normalized weights:
t
b w;
p (2) = n Y 1= 17 7n
Zj:l uﬂ;
6: Form sampling probabilities:
by £ v .
Q(Z>_(1_7)p(z)+ﬁ, 2_1a ,
Sample i; ~ ¢' and observe cost ¢! (i;) € [0, 1]
8: Form unbiased loss estimate:
t .
N Ct(l.t)y Z = it?
(i) = q @' (ir)
0, otherwise

9: Update weights:

witt = w! exp(—n ét(z)) = w! exp(—% ét(z)>

10: end for




The following theorem provides the regret guarantee for the standard EXP3 Algorithm.

Theorem 1.1 (Regret Guarantee of Algorithm . With a common tuning v = ©(y/™22), the
expected regret of the EXP3 Algorithm (Algorithm|l|) satisfies

T T
E [Z ct(it)] — min Z i) = 0 (\/ Tnln n) .
t=1 t=1

A variant of EXP3 (e.g., EXP3.P / EXP3-IX) uses slightly different scaling and a small bias
in the estimates to obtain high-probability bounds; in expectation the same O(v/nT Inn) rate is
preserved.

We now present the reward/utility-oriented variant of EXP3, which we will regularly use in
game-theory contexts (Algorithm [2)).

Algorithm 2 Old School EXP3 — Reward Version

1: Input: Number of arms n, number of rounds 7, exploration parameter v € (0, 1)
2: Initialize: w! = 1 for all i € [n]

3: fort=1,...,T do

4: Compute normalized weights: p'(i) = w;/ > "7, wj

5: Set exploration probabilities:

q'6) = (1=7)p'6) +

a

Sample i* ~ ¢' and observe utility u’(i*) € [0, 1]
Form importance-weighted estimator:

=

a'(i) =14 q
0, i # it

8: Update weights:
witt = wlexp (’yiﬂz)/n)

9: end for

Theorem 1.2 (Regret Guarantee for Reward Variant). Algorithm 2| guarantees

It follows that REGRET (EXP3) < O

VRS

\/Tnlnn) ifv= "1;"



2 A Simple EXP3-Style Algorithm with Weaker Guarantees

In homework, you are free to use the above two theorems without proving them from scratch. Their
proofs are very similar to the proof of MWU, so we will not repeat them here. You can refer to Auer
et al. [2002] for a detailed analysis.

Below, we present a similar algorithm—one that differs only in the parameterization of the
update step. We prove that such an algorithm achieves a 7%/%(n Inn)'/? regret guarantee. While
this is certainly not as good as the regret in the theorems above, presenting this algorithm gives us
an opportunity to review an important algorithm-design approach: reductions!

In what follows, we show that any no-regret algorithm for the full-information setting can be
adapted to the bandit setting as well, albeit with slightly worse regret guarantees. For ease of
presentation, we use the Randomized Weighted Majority (RWM) algorithm, which is no-regret in
the full-information setting. The high-level idea for this algorithm is as follows:

At iteration ¢,

» Use probabilities suggested by a no-regret algorithm in the full-information setting (such as
RWM). Denote these probabilities by the vector p'.

Sample an expert ' from a distribution ¢’, where ¢ = (1 —~)p’ + ~(2,...,2). This is
equivalent to taking i* ~ p’ with probability (1 — ) and taking ' uniformly from [n] with
probability .

* Let the full-information algorithm update the experts” weights. To do so, the algorithm needs
to see a utility of every expert. So, we construct a utility vector as follows:

Here u'(:") is the utility of the expert i* chosen at time ¢ and ¢'(i") is the probability of
choosing ¢*. The vector ' is then passed to the full-information algorithm (such as RWM) to
update the weights accordingly. As we will show below, these man-made utilities actually
make sense! That is, they are unbiased estimators for the utility of each expert. The version

of RWM described earlier assumes utilities in the range [0, 1]. Here, the constructed utility
is % € [0,n/v]. Therefore, we adapt the regret bound of RWM to scale with this larger
range. This results in the update rule of w!(1 + eya'(i)/n) — as opposed to wi(1 + eu'(i))
for [0, 1] utilities.)

This high level idea is summarized in the following figure

t(;t ~
Learner vs u'() R ) at _| Random Weighted
> EXP3 variant > o
Adversary . Majority for
+ h < Algorithm -
1T o~ q qt pt n experts

Figure 1: High level idea for EXP3 variant
We have the following regret guarantee for the variant of EXP3.
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Algorithm 3 Reduction to MWU

1: Input: Number of arms n, number of rounds 7', exploration parameter v € (0, 1), and parameter
e > 0.

2: Initialize: w! = 1 for all i € [n]

3fort=1,...,Tdo

4: Compute normalized weights: p'(i) = w;/ > 7, wj

5: Set exploration probabilities:

q'(6) = (L=7)p'(0) +

6. Sample i* ~ ¢' and observe utility u'(:*) € [0, 1]
7: Form importance-weighted estimator:

8: Update weights multiplicatively:

witt = wf(l + evﬁt(i)/n>

9: end for

Theorem 2.1 (Regret guarantee for Algorithm [3). For € = ~, Algorithm 3| guarantees that

E Zut(zt)] > ( maXZ - —lnn

It follows that this algorithm has regret (T*3(n1nn)'/*) when v = (nlnn/T)"3.

2.1 Proof of Theorem 2.1]

We prove the theorem by combining the following facts.

Fact 2.2 (Unbiased estimation). Forall j € [n ] 4'(7) is an unbiased estimator of u'(j):

E [a'(5)] = u'(5).

it~gt

Proof.

it@qt [ﬁ’t(])} = qt(]> ’ qt(j)

+ (1 =¢'(5)) - 0 =u'(j).
0

Let OPTrwm = max; Zthl u'(j) be the best utility in hindsight according to RWM, and let

OPT = max; Zthl u'(j) be the true best-in-hindsight utility. Next we show that OPTrwy is at
least as large in expectation.



Fact 2.3 (OPT in RWM is more competitive than OPT).
E [OPTrwwm| > OPT.

it~gt

Proof. By Jensen’s inequality and Fact[2.2]

at(i) | > E
m]aX;u (j)] > max

Zat(j)] = maxZut(j) = OPT.

itrogt itrogt Jj o at~gt ; J p
]
Fact 2.4 (Regret of RWM under scaling).
T
Z(pt : ﬁt) Z (1 — E) OPTRWM — % Inn.
t=1

Proof. This follows from the standard RWM analysis (with utilities instead of costs). The con-
structed utilities lie in [0, %} rather than [0, 1], leading to the multiplicative scaling in the last

term. O
Fact 2.5 (True reward vs. RWM’s expected reward). For each t, if i = i',
t .
. N . N ~tr @\ N At
w) = 00 = 10O LY = -0 0.
Proof. Since ¢'(i) = (1 —~) p*(¢) + v/n, we have ¢*(¢) /p'(i) > 1 — 7. O

Proof of Theorem 2.1} Combining the facts, the bandit algorithm’s reward satisfies

T T
B[S ut(f)] >(1-7)E Zp%f)at(f)] (Fact [3)
t=1 t=1
> (1-7)(1—¢) E[OPTewn] — (1-7) = lnn  (FactZ4)
€7
n
> (1—-7)?0PT — o Inn, (Fact[2.3)), set e =~y
which proves the claim. [

3 Game Theory

3.1 Preliminaries

We introduce the setting of a game of m players.

* An m-player normal-form game has players 1, ..., m with action sets Ay, ..., A,,.
* For pure profile (ay, ..., a,), player ¢ receives utility u;(aq, . .., an).

* A mixed strategy for player i is a distribution p; € A(A;). The expected utility under mixed
strategies (p1, ..., Pm) 1S

Ui(plv s 7pm) = ]Eaijj [ui(ala s 7am)] :



3.2 Two-player Zero-sum Games

For two players, the game is zero-sum if u;(aq, as) = —us(aq, az) for all outcomes. Represent the
row player’s payoffs by a matrix U = [u;;]. If the row player uses distribution p and the column
player uses g, the expected payoff to the row player is

p'Ug,
and the column player’s payoff is —p' Uq.

Example: Rock—Paper—Scissors

Below is the payoff matrix of Rock—Paper—Scissors (row player payoff). Rows are row player’s
actions; columns are column player’s actions.

Table 1: Rock—Paper—Scissors payoff matrix (row player).

Rock Paper Scissors

Rock 0 -1 1
Paper 1 0 -1
Scissors -1 1 0

This is a zero-sum matrix: each entry is the negative of the corresponding column-player payoff.

3.3 The Minimax Theorem

We introduce the minimax theorem in zero-sum games.

Theorem 3.1 (The Minimax Theorem). For every finite two-player zero-sum game with payoff
matrix U,
max min pTUq = min max pTUq.
p q q p
Proof via No-Regret Learning. The inequality “<” is immediate: The player going second does a
better job of achieving their objective since they can adapt to the strategy of the first player.

For the reverse inequality, we will prove this via online learning. We consider a 7'-step
interactions, where at time ¢, the row player player strategy p; and the column player plays ¢;. The
row player uses a no-regret algorithm, i.e., give the history of distributions ¢y, ..., ¢, that the
column player has played so far, the row player runs a no-regret algorithm to choose p' in order
to maximize utilities it receives U(p', ¢') in a no-regret manner. Then the column player chooses
¢' = argmin, U(p', ¢"). Let = (1/T) Y, p and let § = (1/T) 3_._, ¢'. Then we have

maxminU(p, ¢) = minU(p, q) (D)
1 T

= min U@ q) (2)
t=1



T

1 ) .
thz;mqu(p,q) 3)
T
_ 1 U(p', q") (By Def of ¢ 4
T p.q y Def of ¢') 4)
t=1
1 a Regret
> T mgx ; U(p, qt) — ; (By p's being no-regret) (&)
R t
> max U(p, q) — cre (6)
P T
R t
> maxmin U(p, q) — cgre (7)
P q T
8)
Note that because the game is finite, the row player indeed has a no-regret algorithm with regret
O (/TTn(n) ). So, as T o0, %% — 0. This yields the proof. O
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