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ABSTRACT
Concolic testing automates test input generation by com-
bining the concrete and symbolic (concolic) execution of
the code under test. Traditional test input generation tech-
niques use either (1) concrete execution or (2) symbolic exe-
cution that builds constraints and is followed by a generation
of concrete test inputs from these constraints. In contrast,
concolic testing tightly couples both concrete and symbolic
executions: they run simultaneously, and each gets feedback
from the other.

We have implemented concolic testing in tools for test-
ing both C and Java programs. We have used the tools to
find bugs in several real-world software systems including
SGLIB, a popular C data structure library used in a com-
mercial tool, a third-party implementation of the Needham-
Schroeder protocol and the TMN protocol, the scheduler of
Honeywell’s DEOS real-time operating system, and the Sun
Microsystems’ JDK 1.4 collection framework. In this tuto-
rial, we will describe concolic testing and some of its recent
extensions.
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Today’s software systems suffer from poor reliability, with
software errors costing the U.S. economy upwards of $60 bil-
lion annually [13]. Our techniques to ensure software reli-
ability are far from the level of maturity attained by other
engineering disciplines that create critical infrastructure.

Testing is the predominant technique in industry to en-
sure software quality. Exhaustive test generation is es-
sential for effective and rigorous testing. However, ex-
isting exhaustive techniques for automated test genera-
tion [1, 4, 5, 9–11, 15, 19–21], based on symbolic execution
and model checking, usually require a lot of time and fail
to scale for large software due to the limitations of underly-
ing theorem provers and symbolic analyzers. Random test-
ing [2, 3, 6, 7, 14, 16], in contrast, is fast and scalable, but
it is not exhaustive—random testing usually tests a small
fraction of all program behaviors.

Concolic testing [8,12,17,18] combines random testing and
symbolic execution to partly remove the limitations of ran-
dom testing and symbolic execution based testing: concrete
values from random testing are used to partly overcome the
limitations of symbolic execution, and symbolic execution is
used to generate concrete test inputs that give better cov-
erage than random testing. We have implemented concolic
testing for C and Java programs in two publicly available
tools called CUTE and jCUTE, respectively. We have used
CUTE and jCUTE to find bugs in several real-world soft-
ware systems including SGLIB, a popular C data structure
library used in a commercial tool, implementations of the
Needham-Schroeder protocol and the TMN protocol, the
scheduler of Honeywell’s DEOS real-time operating system,
and the Sun Microsystems’ JDK 1.4 collection framework.
In this tutorial, we give an overview of concolic testing and
its implementations.

2. OVERVIEW OF CONCOLIC TESTING
In concolic testing, our goal is to generate data inputs that

would exercise all the feasible execution paths (up to a given
length) of a sequential program having memory graphs as
inputs. We next describe the essential idea behind concolic
testing.

Concolic testing uses concrete values as well as symbolic
values for the inputs and executes a program both concretely
and symbolically. This is called concolic execution. The con-
crete execution part of concolic execution constitutes the
normal execution of the program. The symbolic execution
part of concolic execution collects symbolic constraints over
the symbolic input values at each branch point encountered
along the concrete execution path. At the end of the concolic



execution, the algorithm has computed a sequence of sym-
bolic constraints corresponding to each branch point. We
call the conjunction of these constraints a path constraint.
Observe that all input values that satisfy a given path con-
straint will explore the same execution path.

Concolic testing is based on concolic execution. Concolic
testing first generates random values for primitive inputs
and the NULL value for pointer inputs. Then the algorithm
does the following in a loop: it executes the code concolically
with the generated input. At the end of the execution a sym-
bolic constraint in the path constraint is negated and solved
using constraint solvers to generate a new test input that
directs the program along a different execution path. The
loop is repeated with the newly generated test input. The
loop continues until the algorithm has explored all feasible
distinct execution paths using a depth-first search strategy.

A complication arises from the fact that for some sym-
bolic constraints, our constraint solver may not be power-
ful enough to compute concrete values that satisfy the con-
straints. To address this difficulty, such symbolic constraints
are simplified by replacing some of the symbolic values with
concrete values. Because of this, concolic testing is com-
plete only if given an oracle that can solve all constraints in
a program, and the length and the number of paths is finite.
Note that because the algorithm does concrete executions,
it is sound, i.e. all bugs it infers are real.

3. IMPLEMENTATION
In concolic testing, since we execute a program both con-

cretely and symbolically simultaneously, we can implement
concolic execution through program instrumentation. Pro-
gram instrumentation inserts function calls throughout the
program. During an execution of an instrumented program,
the original code of the program performs the concrete exe-
cution and the inserted function calls perform the symbolic
execution without interfering with the normal execution of
the program. We believe that our implementation of con-
colic testing using program instrumentation is a novel idea
which enabled us to quickly and elegantly implement sym-
bolic execution without writing a full-fledged symbolic inter-
preter. Moreover, since our symbolic execution piggy-backs
the normal execution, we have the capability to approximate
the symbolic execution of some statements by their concrete
outcomes. For example, if we call a function for which we do
not have the code for symbolic execution, we use the out-
come of its concrete execution as an approximation of its
symbolic execution.

In this tutorial, we shall describe a simple implementation
of concolic testing where the inserted functions calls record
the statements executed and generate a simple ASCII file
called a trace file. Concolic execution is then implemented
as a program that takes this trace file and generates an in-
put file. Our experience shows that such a program can be
written in Python or similar other scripting languages using
at most 250 lines of code.
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